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# Вступ

%%

Тема: Дослідження можливостей інтерпретатору BASH у ОС Linux. Розробка комплексу скриптів для автоматичного моніторингу доступу до файлових ресурсів

%%

-якийсь вводний абзац. Тут треба якусь прикольну воду про те, що зараз скрипти особливо для linux систем актуальні як ніколи, і що вони взагалі корисні що капець і всім потрібні-

-Ця курсова робота спрямована на дослідження та розробку... І далі по темі. І ще коротко чому я це хочу -

-Основною метою мого дослідження є створення програмного продукту, який ... буде гарно працювати, робити логи, створювати файли.. хз-

-Ця робота має значення для ... хз чого взагалі, хоч для чогось. Ще можна написати, що "Я вірю, що мій внесок допоможе вирішити виклики, пов'язані з цією проблемою бла-бла-бла" -

Начало формы

# Огляд та аналіз сучасних методів та засобів проектування програмного забезпечення

## Огляд сучасного стану питання

.

## Формулювання мети досліджень

.

# Проектування програмного забезпечення системи

Bash (Bourne Again SHell) — це командний інтерпретатор для операційних систем UNIX-подібного типу.

Bash є покращеною версією традиційної оболонки Bourne shell (sh) і надає безліч додаткових можливостей, таких як підтримка командних історій, розширеного редагування команд, а також функціональність для програмування (цикли, умови тощо).

Bash підтримує скрипти, які можуть бути виконані на багатьох UNIX-системах без змін, і забезпечує зручний інтерфейс для взаємодії з операційною системою в режимі командного рядка. Він відповідає стандарту POSIX і включає елементи з інших оболонок, таких як Korn shell (ksh) і C shell (csh) [2.1].

## Постановка мети

Основною метою цієї курсової роботи є розробка комплексу скриптів на основі інтерпретатора BASH, які демонструють можливості цієї мови програмування. Також передбачається створення функціоналу для автоматичного моніторингу доступу до файлових ресурсів у операційній системі Linux.

У рамках роботи планується дослідити можливості BASH, зокрема його здатності ефективно керувати великими об'ємами даних, зручно та швидко отримувати необхідну інформацію для подальшого аналізу.

## Аналіз функцій системи

Для демонстрації базових можливостей BASH, а також задач, у яких цей інтерпретатор є зручним і ефективним, буде розроблено кілька скриптів:

* cкрипт для створення файлів на основі аналізу шаблонного файлу;
* скрипт для аналізу файлів, який надаватиме коротку інформацію про їх загальний стан за вказаним шляхом;
* скрипт для автоматичного моніторингу доступу до файлових ресурсів, який записуватиме в протокол усі дії з файлами, які виконуються в обраній директорії.

Перший скрипт буде відповідати за створення групи вихідних файлів на основі одного шаблонного файлу.

Цей скрипт може бути особливо корисним при створенні електронних конспектів у форматі, коли один файл містить лише одну ідею. Це дозволяє розбивати великий обсяг інформації на дрібні нотатки, які можуть бути пов’язані між собою.

Для опису зв’язків між нотатками використовується аналогія з компасом:

* північ, коли нотаток, або ж ідея, твердження, походить з іншого нотатку. Наприклад, деякі особливості синтаксису BASH походять зі зворотної сумісності з UNIX [2.1];
* захід, коли ідея нотатку є схожою на ідею іншого нотатку. Гарним прикладом тут є вивчення різних філософських течій, а саме їх перетинів;
* схід, коли ідея нотатку є протилежною ідеї іншого нотатку. Тут також гарним прикладом може бути філософія, в якій є багато протилежностей в підходах;
* південь, коли нотаток дає початок іншим нотаткам. Наприклад, нотаток про те, що таке функції в програмуванні може стати відправною точною нотатку про рекурсію.

Оскільки таких маленьких нотаток може бути достатньо багато, не завжди зручно відразу їх записувати кожен в окремий файл. Іноді зручно записати їх всі в одному великому файлі, а потім розбити на маленькі. Для реалізації такого підходу і створений цей скрипт.

Цей скрипт буде орієнтований для роботи з файлами у форматі Markdown, проте може підтримувати й інші файлові формати.

Markdown – це полегшена мова розмітки, створена з метою зручного написання та сприйняття тексту [2.2].

Шаблонний файл - це файл, в якому записана інформація про вихідні файли, які будуть створені під час виконання скрипту.

Вихідні файли - це набір файлів, які є результатом роботи скрипту.

Кожен вихідний файл може включати:

* компас зв'язків, який визначає зв’язки цього файлу з іншими;
* теги - для зручного пошуку з-поміж всіх файлів,
* поле джерела інформації, де вказується посилання або назва джерела інформації, щоб можна було до нього повернутись в майбутньому.

Для зручності створення вихідних файлів, будуть використовуватись шаблони вихідних файлів - файли, в яких записана синтаксична структура майбутнього вихідного файлу. В цих шаблонах можна буде вказати положення тегів, тексту, джерела та елементів компаса зв'язків відносно друг друга.

Основна мета використання шаблонів вихідних файлів – щоб мати можливість створювати декілька видів вихідних файлів без необхідності змінювати внутрішній код скрипту.

Шаблонний файл складається з блоків.

Найперший блок - це блок метаданих, які будуть використані для створення вихідних файлів. Тут можна буде вказати загальне джерело та загальний тег всіх нотаток. Також можна вказати шаблон вихідного файлу. Якщо шаблон не задано в цьому блоці, буде використовуватися значення, яке можна вказати в опціях скрипту або у файлі конфігурації

Останній блок, який буде позначений спеціальним символом - це блок коментарів. Він розташовуватиметься в кінці документа, і весь його вміст буде ігноруватися.

Інші блоки містять інформацію про вихідні файли. У них можна вказати назву файлів, їхній вміст, а також додаткові теги та джерело для кожного конкретного файлу. Крім того, тут буде вказано компас зв'язків для кожного файлу.

Цей скрипт матиме свій файл конфігурації, який буде знаходитись в стандартній директорії поряд зі всіма іншими конфігураціями системи. У цьому файлі користувач може вказати значення за замовчуванням, щоб при подальшому запуску скрипту не потрібно було передавати аргументи кожен раз.

У конфігурації можна буде вказати назву шаблону для вихідних файлів за замовчуванням, а також директорію, в якій ці файли зберігатимуться. Для цих обох параметрів будуть реалізовані опції для вказування їх під час запуску скрипту.

Другий скрипт відповідатиме за аналіз файлів у директорії, вказаній користувачем, та надання базової інформації про них, такої як розмір, дата редагування тощо.

Після виконання цей скрипт повинен надати користувачу такі дані:

* загальна кількість файлів;
* загальна кількість директорій;
* загальна вага всіх файлів;
* кількість порожніх файлів, тобто таких, які вважать 0 біт;
* найстаріший файл;
* згруповані файли за mime типом, який автоматично визначається системою;
* згруповані файли за розширенням;
* 5 найважчих файлів;
* 5 нещодавно оновлених файлів.

Найстаріший файл та файли, що були нещодавно оновлені, визначатимуться на основі дати останнього оновлення.

Групування файлів, наприклад, за розширенням, має на увазі знаходження кількості файлів які мають однакове розширення та відображення цих даних у вигляді таблиці.

Цей скрипт буде корисний для швидкого аналізу деякої директорії, щоб побачити цікаву інформацію про неї. Такі скрипти досить популярні для linux та запускаються досить рідко

Третій скрипт буде відповідати за автоматичний моніторинг доступу до файлових ресурсів, відстежуючи будь-які зміни у файлах і директоріях, а також записуючи ці зміни до спеціального протоколу.

Для безпеки користувача скрипт не вказуватиме точні зміни, а лише повідомлятиме, що відбулася зміна в одному з файлів або директорій..

Цей скрипт матиме власний файл конфігурації, який зберігатиметься в стандартній директорії поряд з іншими конфігураціями системи. Користувач зможе вказати значення за замовчуванням, щоб не передавати опції при кожному запуску скрипту.

За замовчуванням режим моніторингу читання файлів та відкриття директорій не буде активований, оскільки це може призвести до створення великої кількості записів у протоколі, які можуть бути не дуже важливими для користувача.

Щоб ввімкнути режим відстежування читання файлів разом з режимом відстежування змін файлів користувачу скрипту потрібно буде вказати опцію, яка за це відповідає під час запуску скрипту, або ж вказати це в конфігурації.

Також за замовчуванням при кожному запуску скрипту старі дані у протоколі, або логах, видаляються та запис починається з чистого файлу.

Щоб вимкнути режим перезапису файлів та увімкнути режим доповнення, користувачеві потрібно буде вказати опцію, яка за це відповідає під час запуску скрипту, або ж налаштувати це в конфігурації.

Цей скрипт буде корисний в ситуації, коли в системі щось постійно або іноді змінюється, але не дуже зрозуміло що саме, і тому хочеться це прослідкувати. Також цей скрипт буде корисним для відстежування дій стороннього користувача на вашій машині. Наприклад, якщо поставити такий скрипт на сервері, то можна побачити, що хтось змінював/читав якісь секретні файли

## Проєктування командного інтерфейсу

Проєктування командного інтерфейсу буде базуватись на визначення аргументів та опцій, які буде приймати скрипт.

У shell-скриптах аргументи — це значення, які передаються в скрипт або функцію під час її виконання. Ці значення можуть бути використані як вхідні дані для скрипту або функції для виконання операцій чи прийняття рішень. Shell-скрипти можуть приймати аргументи у вигляді аргументів командного рядка або аргументів функцій.

Аргументи командного рядка — це значення, які передаються в shell-скрипт під час його виконання з командного рядка. Вони зазвичай використовуються для надання вхідних даних або опцій для скрипту. Аргументи командного рядка передаються в скрипти як змінні, причому перший аргумент зберігається у змінній $1, другий аргумент — у $2 і так далі

Опції в контексті shell-скриптів — це спеціальні параметри або прапори, які змінюють поведінку скрипту або команди. Вони зазвичай передаються після команди або аргументів і починаються з одного або двох дефісів (- або --), щоб відрізняти їх від звичайних аргументів.

Опції використовуються для налаштування виконання скрипту або команди, наприклад, для вибору режиму роботи, вказівки файлів для обробки, зміни формату виведення або активації додаткових функцій [2.3].

Скрипт для створення файлів на основі шаблонного буде мати два обов'язкових позиційних аргументи.

Перший позиційний аргумент - це шлях до шаблонного файлу.

Другий позиційний аргумент - це директорія, в якій будуть створюватись вихідні файли після виконання скрипту.

Цей скрипт може мати свій файл конфігурації, який буде називатись config.conf, розташований поряд зі всіма іншими конфігураціями в домашній директорії користувача, в директорії .config, в директорії з назвою скрипту.

В конфігурації можна буде вказати шлях до директорії з шаблонами для вихідних файлів та назву шаблона вихідних файлів за замовчуванням.

Цей скрипт буде приймати три опції.

Перша опція - шлях до директорії, в якій будуть зберігатись шаблони для вихідних файлів.

Друга опція - назва шаблону для вихідного файлу за замовчуванням.

Найбільш пріоритетною назвою шаблона вихідних файлів буде та, яка вказана в шаблонному файлі. Наступною по пріоритету буде назва з опціонального аргументу, а вже потім з файлу конфігурації.

Третій опціональний аргумент - команда про допомогу, яка є у всіх скриптах, "-h" або "--help". Ця команда буде показувати підказку користувачеві як користуватись скриптом.

Шаблонний файл буде поділений на блоки.

Найперший блок - це метадані для створення всіх вихідних файлів. В цьому блоці користувач може вказати які теги проставити для всіх файлів, використовуючи слово "tags", який використовувати шаблон для створення вихідних файлів, використовуючи "file\_template", а також проставити звідки була взята ця інформація використовуючи "source".

Блок, який починається з однієї решітки - це блок коментарів. Він повинен буде останнім, оскільки весь його контент буде повністю ігноруватись аж до кінця файлу.

Всі інші блоки будуть містити інформацію про вихідні файли. Кожен файл може мати свої метадані, які будуть перезаписувати метадані шаблонного файлу. Метадані будуть знаходитись перед назвою файлу.

Користувач може вказати для конкретного файлу які самі теги йому встановити, використовуючи "tags" та вказати джерело інформації використовуючи "source". При вказанні tags та source на рівні файлу - це значення буде використовуватись замість значення з метаданих шаблонного файлу.

Також користувач може вказати які інші файли, або нотатки, передували цьому використовуючи "north", які нотатки є схожими використовуючи "west", які є протилежними використовуючи "east", а також які нотатки походять від поточного використовуючи "south". В шаблоні вихідного файлу вони мають таку саму назву, але з приставкою "note\_".

Щоб вказати назву файлу потрібно використовувати три символи решітки, це позначення заголовка третього рівня в Markdown форматі, пробіл і після написати назву файлу.

Весь текст який йде після назви файлу до роздільника блоків, або блоку коментарів, буде текстом файлу, який в шаблоні вихідного файлу називається "note\_text".

Скрипт, який буде відповідати за аналіз файлів, буде мати один обов'язковий позиційний аргумент - шлях до директорії, з підтримкою regex, до файлів які потрібно проаналізувати

А також цей скрипт буде мати одну опцію, а саме команду про допомогу, "-h" або "--help", яка буде показувати підказку користувачеві як користуватись скриптом.

Після виконання скрипту, користувачеві в терміналі буде відображено наступне:

* загальна кількість файлів;
* загальна кількість директорій;
* загальна вага всіх файлів;
* кількість пустих, тобто таких, які вважать 0 біт, файлів;
* найстаріший файл;
* згруповані файли за mime типом, який автоматично визначає система;
* згруповані файли за розширенням;
* 5 найважчих файлів;
* 5 нещодавно оновлених файлів.

Третій скрипт відповідає за слідкуванням за файлами та записом змін до протоколу. Цей скрипт повинен мати один обов'язковий позиційний аргумент, який буде вказувати шлях, за яким потрібно слідкувати.

Також він може мати файл конфігурації, який називається config.conf, який розташований в домашній директорії користувача, в директорії .config, в директорії з назвою скрипту.

Цей скрипт буде мати декілька опцій, наприклад "-l", або ж "--log", який буде вказувати, в який саме файл записувати протокол взаємодії з файлами та директоріями. Якщо цей аргумент не вказаний, то дані будуть записуватись в файл, шлях до якого вказаний в файлі конфігурації.

Якщо ж файлу конфігурації не існує, то буде використане значення, яке записане за замовчуванням напряму всередині скрипту.

Другою опцією є прапор про доповнення протоколу, а саме "--no-overwrite". Це означає, що користувачу не потрібно буде передавати його значення.

Якщо опцію було передано при запуску скрипту, або ж вона вказана в файлі конфігурації як ввімкнена, то буде виконано додавання нових даних в кінець протоколу замість його повного перезапису при запуску скрипту.

Третьою опцією є команда про допомогу, "-h" або "--help", яка буде показувати підказку користувачеві як користуватись скриптом.

# Розробка програмного забезпечення системи

Оскільки BASH є командною мовою програмування, усі скрипти складаються з набору команд. У цих скриптах можна використовувати всі команди, доступні в командній оболонці, тобто команди операційних систем UNIX, Linux, а також команди SHELL. Крім того, можна використовувати додатково встановлені інструменти та утиліти.

Для всіх опцій в розроблених скриптах було прийнято стандарт, згідно з яким кожна опція має як довгу, так і коротку версію.

Для взяття опцій всередині скрипту було використано команду shift, яка є стандартним і найкращим підходом для цієї мети. Альтернативним варіантом є використання getopts, але цей підхід має деякі недоліки, зокрема складніший синтаксис і меншу гнучкість. Крім того, він не підтримує довгі опції (наприклад, --option) і взагалі є не вбудованою командою в BASH. [3.1]

Також для всіх опцій був прийнятий стандарт, коли спочатку пишеться назва опції, а потім через пробіл, її значення, якщо воно потрібно. Альтернативним варіантом є використання символу дорівнює між назвою та значенням замість пробілу, але цей підхід менш поширений.

Позиційні ж аргументи беруться за їх положенням в рядку. Перед тим, як знаходити позиційні аргументи, спочатку з рядку відфільтровуються всі опції. Це потрібно, оскільки у користувача повинна бути можливість писати опції та аргументи чергуючи їх, й це не повинно викликати помилок. Після фільтрації аргументи беруться по їх положенню в рядку. Варто зауважити, що роздільниками в даному випадку виступають пробіли.

Запис та перезапис інформації в файлі реалізований через перенаправлення виводу, тобто символи ">" та ">>". Команда ">" робить перезапис інформації в файлі. А команда ">>" доповнює інформацію без її перезапису [3.2].

Використання перенаправлення виводу показано на рисунку 3.1.
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Рисунок 3.1 – Приклад використання перенаправлення виводу

Для читання інформації з файлу було використано стандартний для unix механізм перенаправлення вводу, символ "<". Перенаправлення вводу означає, що контент файлу, назва якого вказана після "<", буде перенаправлений в команду, яка стоїть зліва від "<" [3.3].

За допомогою цього функціоналу можна зробити, наприклад, зручне читання інформації з файлу, яке показано на рисунку 3.2.

=image=

Рисунок 3.2 – Приклад читання інформації з файлу порядково через перенаправлення вводу

Другим варіантом прочитати файл є використання pipeline, але цей спосіб є менш поширеним в BASH скриптах.

Конвеєр, або ж pipeline - це послідовність однієї чи кількох команд, розділених одним із операторів керування «|» або «|&».

Вихід кожної команди в pipeline підключений через оператор керування до входу наступної команди. Тобто кожна команда читає вихід попередньої команди [3.4].

Перший скрипт, який виконує створення файлів на основі шаблонного, складається з трьох основних частей:

* читання аргументів;
* взяття інформації з шаблонного файлу;
* створення та запис інформації в вихідні файли.

Варто зауважити, що частина друга, взяття інформації шаблонного файлу, а також частина третя, створення та запис інформації в вихідні файли, будуть виконуватись паралельно, а не послідовно. Це означає, що як тільки скрипт має всю необхідну та достатню інформацію для створення файлу – цей файл буде створений.

Взяття інформації з шаблонного файлу становить собою великий while-цикл який проходиться по кожному рядку файлу та перевіряє її спеціальним чином.

Щоб не витрачати час на блок коментарів, весь контент після рядку, який містить тільки символ решітки пропускається.

Існує спеціальний лічильник номера блоку.

Якщо це перший, або ж нульовий блок, то інформація з нього записується до глобальних змінних, які більше не будуть змінюватись.

Після цих двох перевірок йде взяття інформації про окремий файл. Це реалізовано через умовні оператори з REGEX, який дозволяє перевірити, чи є якийсь рядок під-рядком іншого рядку.

На рисунку 3.3 зображений приклад коду, який виконує взяття даних параметра tags та записує її до змінної.
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Рисунок 3.3 – Взяття інформації про параметр tags з рядка файлу

Після того, як закінчився один блок, або ж код дійшов до блоку коментарів - викликається функція збереження файлу.

Ця функція створює директорію в якій будуть зберігатись вихідні файли, якщо її ще немає.

Читає шаблон вихідного файлу, замінює всі відомі параметри через awk та створює файл.

Awk - це утиліта, яка дозволяє програмісту писати крихітні, але ефективні програми у вигляді операторів, що визначають текстові шаблони, які слід шукати в кожному рядку документа, і дії, які слід виконати, коли збіг знайдено в рядку. Awk здебільшого використовується для сканування та обробки шаблонів. Вона шукає в одному або декількох файлах рядки, які відповідають заданим шаблонам, а потім виконує відповідні дії.

Awk - це скорочення від імен розробників - Aho, Weinberger та Kernighan [3.5].

Код функції, яка замінює деякий шаблон на потрібне значення, а також використання цієї функції, показано на рисунку 3.4.
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Рисунок 3.4 – Функція заміни деякого шаблону на значення

Другий скрипт, для аналізу інформації в директорії, є досить простим для розуміння та швидким, завдяки можливостям bash. Цей скрипт повністю побудований на команді find та використані її з іншими командами через pipeline, такими як sort, unique, grep, head, awk, sort, du тощо.

Цей скрипт гарно показує сильні сторони bash, а саме велику кількість команд, які можуть зробити багато щось дуже швидко не витрачаючи ресурси на написання великого скрипту, а також можливість об'єднувати ці команди в послідовності.

Наприклад, щоб знайти загальну вагу всіх файлів в по деякому шляху можна або написати великий скрипт, який буде проходитись по всім файлам, для кожного брати вагу та додавати її до загальної, або використати команду "du", яка розшифровується як "disk usage", використання диску, та передати туди флаги "-s", який буде сумувати вагу кожного окремого файлу в одну змінну, а також прапор "-h", який замінить кількість байтів на зрозумілі людині кілобайти, мегабайти тощо [3.6]. Приклад використання команди du показаний на рисунку 3.5.
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Рисунок 3.5 – Приклад використання команди du

Команда find в Linux дозволяє знайти всі записи, наприклад тільки директорії, або ж тільки файли, за деяким критерієм, наприклад розміром, по деякому шляху. Пошук відбувається по всім вкладеним директоріям автоматично. За допомогою цієї команди, наприклад, можна знайти всі пусті файли та вивести інформацію про них.

Команда sort в Linux сортує, поєднує та порівнює всі рядки з наданих фалів, або ж з pipeline. Цю команду дуже зручно використовувати, наприклад, щоб відсортувати всі файли по даті збереження, а потім командою head взяти тільки перші п’ять [3.7].

Команда head дає змогу з файлу, або pipeline, взяти тільки першу частину. Наприклад, можна взяти тільки перші 20 строк деякого файлу.

Приклад використання команд find, sort, head та awk для взяття п’яти файлів, які були оновленні останніми показаний на рисунку 3.6
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Рисунок 3.6 – Приклад знаходження п’яти файлів, які були оновленні останніми

Саме pipeline в bash надають йому таку силу та популярність, оскільки, наприклад щоб порахувати скільки файлів по якомусь шляху потрібно написати досить просту команду find, яка бере по шляху всі записи з типом файл, а потім через pipeline через команду wc -l знайти кількість файлів

%% Тут потрібно зробити короткий опис всіх команд %%

# Аналіз ефективності програмного забезпечення

## Базовий аналіз ефективності програмного забезпечення

.

## Аналіз ефективності компонентів програмного забезпечення

.

## Тестування програмного забезпечення

.

# Розробка документів на супроводження програмного забезпечення

## Інструкція програміста

* .

## Інструкція користувачеві

# Висновки

%%

Тема: Дослідження можливостей інтерпретатору BASH у ОС Linux. Розробка комплексу скриптів для автоматичного моніторингу доступу до файлових ресурсів

%%

%%

Тут треба описати, що всі цілі були виконанні, все добре, все good

А взагалі можна пройтись по пунктам і описати, що я виконав аналіз сучасних методів, мету, проектування, розробку, аналіз з тестуванням та написання документації окремо для розробників та користувачів

%%

# Перелік джерел посилання

0 -

i1 - https://chemerys.site/blog/shcho-take-markdown-rozmitka/

[2.1] - https://www.gnu.org/software/bash/

[2.2] - https://chemerys.site/blog/shcho-take-markdown-rozmitka/

[2.3] - https://olanipekunayo2012.medium.com/shell-script-functions-and-arguments-52957f960844

[3.1] - http://mywiki.wooledge.org/BashFAQ/035

[3.2] - output redirection

[3.3] - input redirection

[3.4] - https://www.gnu.org/software/bash/manual/html\_node/Pipelines.html

[3.5] - https://devzone.org.ua/post/komanda-awk-v-unixlinux-z-prykladamy

[3.6] – du

[3.7] - https://ss64.com/bash/sort.html
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# Додаток Б

Слайди презентації:

Слайд 1

Слайд 2

Слайд 3

Слайд 4

Слайд 5

Слайд 6

Слайд 7

Слайд 8

Слайд 9